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Abstract

This paper presents a thorough investigation of Parallel Adaptive
Gated MLPs (PAGMLP), a modified feedforward architecture for trans-
formers that combines parallel SwiGLU and GEGLU pathways with learned
blending weights. Through extensive experiments on the FineWeb dataset
using an 83M parameter Qwen-style transformer, we demonstrate that
while PAGMLP maintains comparable performance (validation loss 4.932)
to the SwiGLU baseline (4.927), it does not provide significant improve-
ments despite its architectural innovations. Our analysis includes abla-
tion studies, computational efficiency measurements, and five independent
runs to ensure statistical significance. The results contribute to our under-
standing of the robustness of standard feedforward designs and highlight
the challenges in improving upon well-tuned baselines through straight-
forward architectural modifications.

1 Introduction

Transformer architectures have revolutionized machine learning, with their feed-
forward components playing a crucial role alongside attention mechanisms. While
most research has focused on attention variants, recent work has shown that the
feedforward sublayer deserves equal scrutiny [2, 3]. The success of gated linear
unit variants like SwiGLU [2] and GEGLU [2] suggests there may be room for
further architectural improvements.

We investigate whether combining multiple gating mechanisms through par-
allel processing with learned blending could provide benefits over single-path
designs. Our PAGMLP approach introduces: (1) parallel SwiGLU and GEGLU
processing streams, (2) learned blending weights that adaptively combine path-
way outputs, and (3) careful parameter budgeting to maintain equal capacity
with baseline models. While our results show only marginal differences from the
baseline, they provide valuable insights into the robustness of standard feedfor-
ward designs.
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2 Related Work

Our work builds on several key developments in transformer architectures. The
original Transformer paper [1] used simple position-wise feedforward networks
with ReLU activation. Subsequent innovations introduced gated variants, with
SwiGLU [2] and GEGLU [2] emerging as particularly effective choices. Paral-
lel processing in transformers was explored in [5], while dynamic architecture
approaches were investigated in [6].

Recent work has demonstrated the importance of feedforward components
beyond simple nonlinear transformations [3]. The success of mixture-of-experts
approaches [4] and multi-branch designs [5] suggests potential benefits from
more sophisticated feedforward architectures. However, our results align with
findings from [6] that simple, well-tuned baselines remain remarkably strong
competitors to more complex alternatives.

3 Method

The PAGMLP architecture processes inputs through two parallel gated path-
ways while maintaining the same parameter count as standard implementations
through dimension splitting:

SwiGLU(x) = SiLU(Wg1x)⊙ (Wu1x) (1)

GEGLU(x) = GELU(Wg2x)⊙ (Wu2x) (2)

Where Wg1,Wu1,Wg2,Wu2 are learned projection matrices with reduced
dimensions to maintain parameter parity. The pathways are combined using
learned blending weights:

Output = Wd(concat(αSwiGLU(x), βGEGLU(x))) (3)

Where α, β are learned through sigmoid-activated parameters initialized at
0.5 to ensure balanced initial contributions. The down-projection matrix Wd

combines the pathway outputs while maintaining the original output dimension.

4 Experimental Setup

We evaluate PAGMLP on the FineWeb dataset using an 83M parameter Qwen-
style transformer architecture. Our implementation uses PyTorch with full
sharded data parallelism on NVIDIA A100 GPUs. Key experimental details:

� Training: 100K steps, batch size 256, AdamW optimizer

� Learning rate: 6e-4 with cosine decay

� Weight decay: 0.1
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� Dropout: 0.1

� Precision: bfloat16 mixed precision

We conduct five independent runs for both PAGMLP and the SwiGLU base-
line to assess variance. Computational efficiency is measured through both the-
oretical FLOP counts and empirical wall-clock time measurements.

5 Results

Our comprehensive evaluation yields several key findings:

Method Validation Loss Training Time (hrs)
PAGMLP 4.932 ± 0.003 18.7
SwiGLU 4.927 ± 0.002 18.2

Table 1: Performance comparison showing mean and standard deviation across
5 runs

� The performance difference (0.1%) is statistically insignificant (p=0.15,
paired t-test)

� Training time overhead is minimal (2.7% increase)

� Both pathways remain active throughout training (α = 0.530.02, β =
0.470.02)

Comparison with the AardXiv leaderboard shows our method performs com-
petitively but does not surpass state-of-the-art approaches, which achieve losses
ranging from 4.792 to 4.922. The small difference from our baseline consistently
appears across multiple runs.

6 Discussion

The similarity in final performance suggests several important insights:
1. Standard feedforward designs may already operate near a local optimum

in the architecture space 2. The benefits of parallel processing may be offset
by reduced capacity in each pathway 3. Learned blending weights converge to
near-equal contributions, suggesting neither activation pattern dominates

Our computational analysis reveals that PAGMLP introduces minimal over-
head (2.7% increased training time) while maintaining the same theoretical
FLOP count as the baseline. This suggests the approach could be practical
if performance benefits were achieved.
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7 Conclusions and Future Work

We presented PAGMLP, a modified feedforward architecture that combines par-
allel gated pathways with learned blending. Through rigorous experimentation,
we demonstrated that while the approach maintains comparable performance
to the SwiGLU baseline, it does not provide significant improvements despite
its architectural innovations.

Future work could explore:
1. More sophisticated blending mechanisms conditioned on input features

2. Dynamic pathway selection or sparsity 3. Alternative activation function
combinations 4. Larger-scale studies to assess scaling behavior

Our results contribute to the growing body of evidence suggesting that stan-
dard transformer feedforward designs are remarkably robust and difficult to
improve through straightforward architectural modifications.
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